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Abstract

One of the Theorema system’s capabilities provides a computational session that enables a developer to
simulate an existing graphing calculator such as TI-92. Moreover, the deductive reasoning facility of Theo-
rema allows the simulator to deal with propositional and predicate logic for pedagogical purposes. We
present how to apply the use of such a simulator to help students explore mathematical ideas in terms of the
blackbox/whitebox principle. This experimental approach is demonstrated with integrated modes of comput-
ing, solving and proving. This paper is motivated by how to encourage students to explore his/her own
mathematical thinking based on algorithmic and logical operations built into the Theorema system.



1 Introduction

For mathematics learning and teaching, many computer programs are available in schools. Among them,
Computer Algebra Systems (CAS) are adopted to help students manipulate algebraic expressions and
graphical representations for mathematical objects [5, 6]. Even though most CASs generate immediate
answers for given input expressions as a black box, students are encouraged to focus on manipulating
various expressions with different problem contexts so that they can engage in high-level thinking by
reducing low-level computational burden [8]. In this regard, Buchberger suggested how to use CAS for
educational purposes in terms of a black box/white box principle [1]. The transition from the use of black
box to that of white box can be followed by a creativity cycle that consists of the several steps: 1) work on
various examples 2) try to find any patterns out of them to make any conjecture 3) try to verify the conjec-
ture 4) come up with knowledge bases (i.e., theorems) in terms of building algorithms 5) try one of those
algorithms as a black box to new examples, and so on. In this paper, it is assumed that exploratory learning
takes place in the steps of 1) and 2). During this exploratory learning, students pursue different layers of
mathematical ideas with many examples, already earned concepts and algorithms by experimenting and
operating concrete math objects in a constructive way.

To investigate this exploratory learning phase more deeply, we try to build a simulator for algebra (Derive)
part in TI-92 with Theorema. Theorema is an integrated suite for teaching logic and mathematics with
collection of general and special provers [3]. It can generate automated theorem proofs in a natural language
style presented in Mathematica notebooks. Besides the capability of proving, solving and simplifying,
Theorema’s language constructs are dealt with mathematical expressions that are similar to the conventional
mathematics. With Theorema’s data structure such as tuple notation , it is relatively easy to manipulate
algebraic expressions, logical deduction and theorem proving. For the current work, we only try to simulate
Derive part of TI-92 with keyboard layout so that the future version will generate sequences of keystroke
maps for various simulated commands. The internal representation of Theorema will deal with keystrokes of
a user’s action in particular learning mode such as exploratory learning to capture and verify any emerging
patterns in terms of equivalent relations and equality. This direction suggests how to demonstrate integrating
CAS and automated deduction for educational purposes as an experimental apparatus.

2 Design Principles

The design of this system consists of three parts considering Theorema’s distinct features such as computing,
solving and proving. The computing part is carried out in the computational session while proving part is
done in the proving session. The current Theorema does not provide a rich set of solving mechanisms yet.
Derivations in each problem solving are separately designed in this simulator. Derivations are just a collec-
tion of intermediate steps without explicit verbalization in a whitebox sense. The reason behind this is that
output screen of TI calculator is limited for detailed verbal descriptions for those intermediate steps. How to
design such a simulator to mimic the behavior of TI-92 calculator is closely related to Theorema’s capability
mainly by integrating its computational and proving session.



Given a fixed set of commands and menu clicks, how to compose different commands to come up with
pedagogically meaningful output? This viewpoint concerns the technical aspects of manipulating TI-92
keystrokes to help students attain the level of understanding. As students gradually experiment with alge-
braic expressions and numbers with possible derivations in certain cases, they probably get into the stage of
guessing some properties of the target mathematical objects. Such conjecture making seems to motivate the
students to attempt to verify certain properties with proving capability of Theorema as a blackbox. The
whitebox part of Theorema can be available as a separate Mathematica notebook. With the help of
Theorema’s built-in provers, the students can confirm or disconfirm their conjectures in the simulated
screen. This process guides them to make a concrete algorithm with which it can be served as a blackbox to
do experiment with other sets of data. Such a process is described in terms of a spiral, called creativity cycle.
This view guides us the main aspects of designing the TI-92 simulator.

3 How to build Derive Simulator with Theorema

In Theorema, the user can define both logical and mathematical definitions with various quantifiers in
computational and proving session. Based on Mathematica [9], Theorema’s logical inferencing mechanism
allows users to work on conventional (abstract) and computational (concrete) mathematics. The main part of
our simulator is coded by a recursive procedure that feeds an input expression one by one. Each expression
triggers one of the “ti92-state” rewriting rules to yield an intermediate state to mimic Derive’s algebraic
commands. With this new intermediate state, another input is fed for the next rule match. This evaluation
part is carried out in the Theorema’s computational session. The output is written in Mathematica codes for
making different box styles with colors to mimic TI-92 screen layout. The current version of the simulator is
only close to algebraic manipulation part without a graphics mode. The next sample code illustrates how
Theorema’s codes look like for the main part that is based on recursion.

Deﬁnition["TI simulator",
any[ key, keys, state ],

TI92<[(key, keys)] := TI92<[(key, keys), ((), (), (), (), (), 0, )]
TI1924[(), state] := state

TI92<[(key, keys), state] := TI92<[(keys), ti92—state[key, state]]

TI92<Result[keys ] := TMAout[
Compute[T192é[keys], using - (Deﬁnition["TI simulator"], Deﬁnition["ti92—State"])] ]

3.1 Algebraic Manipulation

Most of the content materials tested in this simulator are from written manuals developed by TI and
Kutzler[7]. It is noted that some expressions (i.e., equality sign) are not identical with TI-92 expressions.
The frame layout is quite elastic since there is no screen layout controller at this point. The whole part of
current version covers three directions: numerical, algebraic and logical expression. In Fig 1, various
examples are depicted in PC environment. The following code shows how 3 different TI commands (solve,
csolve, factor) and 1 built-in Mathematica command (Together) are executed with a simulated screen.



Tl92éResult[<EX["Solve[x3 —1=0]"1, "ENTER", EX["factor[x3—l]"], "ENTER",
EX["propFrac[(x"3—2x-5)/(x—1)]"], "ENTER", EX["5x—6=2x+15|x=7"], "ENTER")]

=.solve[x*—1=0] X ==

= factor[x’—1] =D +x+1)
» propFrac[(x"3-2x-5)/(x—1)] x-S -1
= 5Xx—6=2x+15|x=7 True
5x—6=2x+15|x=7

MAIN  RADAUTO FUNC4/30

Fig. 1. Theorema’s call for simulated TI commands and output layout

From this prototyping, it turns out that most of the Mathematica’s commands can emulate Derive’s algebraic
commands with slight modification. However, some Derive’s commands are not available in Mathematica.
In such a case, it is programmed with Mathematica language as shown, for example, in the case of proper
fraction, “propFrac”. It is noted that for the educational purposes, simulated TI commands (eg., solve) only
generate real values whereas “csolve” generates complex valued-solutions. Other commands deal with
conditional checking with a certain value for a given variable with “[” substitution symbol. This equational
checking is also available for experimenting various numerical substitutions for an expression at hand.

3.2 Derivations for equation solving

Equation solving in TI-92 is usually carried out by rewriting terms without showing intermediate steps as a
black box. This feature can be modified into a white box considering cognitive fidelities of the students
according to different learner levels. In fact, low-level and intermediate level students seemed to prefer
following intermediate solving steps [4]. With TI-92, however, students can manipulate different ways of
transforming algebraic rules explicitly by extra work on their own. For example, Kutzler introduced several
ways to isolating a target variable to find a solution given a system of linear equations. Our simulator rather
directly generates a sequence of algebraic transformation including an answer all at once (see stepSolve).
Currently, the number of transformation rules is less than 10 since we try to capture general patterns associ-
ated with rewriting rules as minimally as possible [5].

= stepSolve[3x+4y=6,y] B3x+4y==6,4y==6-3x,y==13 -3}
= 5x—6=2x+15 5x—6==2x+15
(-6 + 5x==15 + 2 x)+6-2x)/3 bA==W],
(ans(1)+6—2x)/3

MAIN  RADAUTO FUNC3/30

Fig. 2. Commands for step-by-step algebra rewriting



3.3 Propositional Calculus with Theorema

The most distinct feature of our simulator comes from the addition of PredicateProver that is a special
prover embedded in Theorema. In this experimental version, we try to connect algebraic manipulation with
propositional calculus so that students can go through different representations in school mathematics. Due
to the fact that propositional calculus is derived by Boolen logic, students can practice logical inference
when a certain property occurs during their work along with a creative cycle. This helps students to make a
conjecture considering the fact that such a conjecture might be better represented by predicate calculus. As
Theorema generates step-by-step natural language illustration in each step of proving, students can grasp
how logical deduction goes without much difficulty. A frontend interface to the simulator send a request for
proving to one of the Theorema’s provers to generate verbalized logical explanations in terms of a proof tree
(Figure 3). In this way, students can invoke graphing calculator part as well as logical deduction part to
explore deep sides of mathematics. The following figures presents how propositional statement is proven in
user-friendly interface. The target task is: prove[(P= Q) < ((=P) V Q)].

TI-92 Simulator

TI-92 Input "prave[(P = Qe={(~FW ()"

TI-92 Dutput TIQZdOut [prove [ (P=0Q) = [ (-P)WQ) ]]

ENTEER

TI92 Result [ {EX["prove [ (P—=0}={({-P)¥01}]"], "ENTER"}]

w.prove [ (P=0)«=((-F1wv0]] proved
prove[ (P=0)=((~F1vi)]
MEIN  EAD AUTO W 3080
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Fig. 3. The simulator’s screen and PredicateProver’s step-by-step proof

4 Exploratory learning with syllogism tasks

According to Buchberger [2], the use of Theorema can be applied to theory exploration rather than proving
isolated theorems. Considering the fact that secondary mathematics textbooks contain only several dozens of
theorems in geometry, proving is not regarded as main mental activities in secondary schools. However,
proof training is indispensable for high-level mathematics. This aspect implies the importance of making
students be engaged with reasoning tasks. With this motivational thing in mind, we consider traditional
logical tasks, called syllogisms. There are three methods to deal with them: diagram-based, equational logic
and predicate calculus. All of these methods might be difficult for high school students. However, students
can visualize their thinking with diagrams and translate mathematical thinking into algebraic formula. At the
end, they can verify their conclusions by implicitly calling PredicateProver available in Theorema system.
By reading step-by-step annotations in each proved text, students can understand how each proof is derived.



Compared to expert mathematicians who explore mathematics ideas from scratch to grasp coherent ideas in
an integrated way by working with each part (layer) of the whole procedure, students usually tend to follow a
trial-and-error approach. In doing so, they can use formulae, diagrams, equations to find meaningful deriva-
tions. In this paper, it is assumed that algebraic transformation rules with predicate calculus can lead students
to explore various properties as they accumulate algorithmic thinking. For example, a student might want to
draw a valid conclusion for the following task: “All philosophers are professor. All professors are logicians.”
To tackle with such a task, one may use a Venn Diagram by abstact set notation. Given a statement, “All As
are Bs. All Bs are Cs.”, the valid conclusion, “All As are Cs,” might be easily drawn either propositional
calculus or a Venn Diagram.

Another interesting method is to transform such syllogism premises into equations. The following equations
are those in this case: A*B=A, B*C=B. Then A=A*B=A*B*C=A*C, so we have A*C=A which means All
As are Cs. To verify this conclusion, we can call Theorema’s predicate prover by converting two premises
into predicate calculus form. As for another task, “All A are B, Some B are not C”, the internal code for
checking the conclusion “Some A are not C” looks like in the following way with the result “proved”:

Proposition["AabObc—Oac", any[A, B, C], (A Cc BABrC)=> A ¢t C]

Prove[Proposition["AabObc—QOac"],
using - (Definition["All A are B: Aab"], Definition["Some A are not B: Oab"]),
by - PredicateProver] // Last

proved

The main prover, called PredicateProver, usually starts with negating the conclusion to find any occurred
contradiction. In some cases, the prover produces “failed” result, which means the conclusion can not be
proved. Also notice that there are several syllogisms that do not have valid conclusions. In those syllogisms,
it is rather difficult for students to encode two premises in a correct way to draw any conclusion. In such
cases multiple representations are very helpful to assist their thinking. In syllogism tasks, there are two ways
of represent syllogisms: equational logic and Venn diagram. For the first representation, syllogisms are
represented in algebraic forms just like high school algebra solving. The simulator part can also produce
step-by-step solutions using equational rewriting method. Another representation,.Venn diagram, requires
rather sophiscated implementation details that execute conversion process from a Venn diagram to algebraic
equations and vice versa. The implementation of this Venn diagram conversion process is left as part of
logico-graphic feature available in the future version of Mathematica.

With versatile features available from TI92 simulator, it is then up to students who can touch upon several
layers of math contents to investigate any meaningful properties with several provers embedded in the
Theorema. In this way, computer algebra in TI-92 can be combined with Theorema’s solving and proving
functionality to promote students’ explarotary learning. The overall demonstration of this simulator indicates
future work to enhance several things including interface, algebraic expressions, interactive solving with
feedback and meta-rules for invoking Theorema’s several provers.



5 Conclusion

This paper illustrates how the combiniation of computer algebra system and automated deduction system can
be applied for pedagogical purposes. With the assumption that secondary mathematics learning can be
directed to student-oriented exploratory learning instead of passive learning, it is the aim of this study to
design and develop TI-92 simulator that can mimic TI graphics calculator based on Mathematica and
Theorema. Even though computing and solving is dominant in most parts of secondary school mathematics,
the current trend of using CAS suggests various ways of utilizing it to promote students to engage
herself/himself in more conceptual levels of mathematical thinking. Theorema’s computational and proving
capability has shown that how TI calculators can be implemented for pedagogical purpose with research-
oriented CAS such as Mathematica and Theorema. The future study will deal with verification method that
ensures pedagogically and logically sound ground in each problem solving step. The emphasis of exporatory
learning cast in this paper only suggests how CAS-oriented simulator can be pedagogical tool that can help
students to pursue his/her own ideas in an intergrated environment of CAS and automated deduction system.

There are two things that need reflective thoughts for the use of CAS and automated deduction for pedagogi-
cal purposes layed out in this paper. First, characteristics of students’ exploratory learning might be different
compared of mathematician’s exploratory style. More detailed analysis of student-centered exploratory
activities are required. This aspect might shed light on how to design CAS with possible use of automated
deduction for school mathematics. The second point reflects which equivalent commands or methods are

directly appealing to students’ exploratory learning. For example as shown prove[(P= Q) <= ((= P) V Q)], the
propositional statement can be checked with truth tables available in TI-92 calculator for school mathemat-
ics even though TI-92 simulator can provide predicate calculus styles. From students’ perspective, it seems
very important for them to select the most appealing commands out of equivalent classes given a comand or
method.
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